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# Pointers

Pointers are the most powerful feature of C and C++. These are used to create and manipulate data structures such as linked lists, queues, stacks, trees etc. The virtual functions also require the use of pointers. These are used in advanced programming techniques. To understand the use of pointers, the knowledge of memory locations, memory addresses and storage of variables in memory is required.

# Memory addresses & Variables

Computer memory is divided into various locations. Each location consists of 1 byte. Each byte has a unique address.

When a program is executed, it is loaded into the memory from the disk. It occupies a certain range of these memory locations. Similarly, each variable defined in the program occupies certain memory locations. For example, an int type variable occupies two bytes and float type variable occupies four bytes.

When a variable is created in the memory, three properties are associated with it. These are:

* Type of the variable
* Name of the variable
* Memory address assigned to the variable.

For example an integer type variable xyz is declared as shown below

int xyz =6760;

**int** represents the data type of the variable.

**xyz**  represents the name of the variable.

When variable is declared, a memory location is assigned to it. Suppose, the memory address assigned to the above variable xyz is 1011. The attribute or properties of this variable can be shown as below:

6760

xyz(1011)

int

The box indicates the storage location in the memory for the variable xyz. The value of the variable is accessed by referencing its name. Thus, to print the contents of variable xyz on the computer screen, the statement is written as:

cout<<xyz

The memory address where the contents of a specific variable are stored can also be accessed. The **address operator (&)** is used with the variable name to access its memory address. The address operator (&) is used before the variable name.

For example, to print the memory address of the variable xyz, the statement is written as:

cout<<&xyz

The memory address is printed in hexadecimal format.

# Pointer Variables

The variables that is used to hold the memory address of another variable is called a pointer variable or simply pointer.

The data type of the variable (whose address a pointer is to hold) and the pointer variable must be the same. A pointer variable is declared by placing an asterisk (\*) after data type or before the variable name in the data type statement.

For example, if a pointer variable **“p”** is to hold memory address of an integer variable, it is declared as:

int\* p;

Similarly, if a pointer variable **“rep”** is to hold memory address of a floating-point variable, it is declared as:

float\* rep;

The above statements indicate that both “**p”** and **“rep”** variable are pointer variables and they can hold memory address of integer and floating-point variable respectively.

Although the asterisk is written after the data type, is usually more convenient to place the asterisk before the pointer variable. i.e. **float \*rep;**

#include <iostream>

using namespace std;  
int main() {

int a, b;

int \*x, \*y;  
a =  33;

b =  66;

x = &a;

y = &b;

cout<<"Memory address of variable a= "<<x<<endl;

cout<<"Memory address of variable b= "<<y<<endl;  
  return 0;

}

**Output:**

Memory address of variable a= 0x7bfe0c

Memory address of variable b= 0x7bfe08

A pointer variable can also be used to access data of memory location to which it points.

In the above program, **x** and **y** are two pointer variables. They hold memory addresses of variables **a** and **b**. To access the contents of the memory addresses of a pointer variable, an asterisk (\*) is used before the pointer variable.

For example, to access the contents of **a** and **b** through pointer variable **x** and **y**, an asterisk is used before the pointer variable. For example,

cout<<"Value in memory address x = "<<\*x<<endl;

cout<<"Value in memory address y = "<<\*y<<endl;

**Program**

Write a program to assign a value to a variable using its pointer variable. Print out the value using the variable name and also print out the memory address of the variable using pointer variable.

#include <iostream>

using namespace std;

int main () {

int \*p;

int a;

p=&a;  
cout<<"Enter data value? ";

cin>>\*p;

cout<<"Value of variable    ="<<a<<endl;

cout<<"Memory Address of variable= "<<p<<endl;

   return 0;

}

**Output:**

Enter data value? 44

Value of variable =44

Memory Address of variable= 0x7bfe14

# The “void” Type Pointers

Usually type of variable and type of pointer variable that holds memory address of the variable must be the same. But the “**void**” type pointer variable can hold memory address of variables of any type. A void type pointer is declared by using keyword “**void**”. The asterisk is used before pointer variable name.

Syntax for declaring void type pointer variable is:

void \*p;

The pointer variable “**p**” can hold the memory address of variables of any data type.

# Pointers to Pointers

C++ allows the use of pointers that point to pointers, that these, in its turn, point to data (or even to other pointers). In order to do that, we only need to add an asterisk (\*) for each level of reference in their declarations:

char a;

char \*b;

char \*\*c;

a = 'z';

b = &a;

c = &b;

This, supposing the randomly chosen memory locations for each variable of 7230, 8092 and 10502, could be represented as:
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The value of each variable is written inside each cell; under the cells are their respective addresses in memory. The new thing in this example is variable c, which can be used in three different levels of indirection, each one of them would correspond to a different value:

#include <iostream>

using namespace std;  
int main ()

{

int a;

int \*b;

int \*\*c;

int \*\*\*d;

a = 7;

b = &a;

c = &b;

d = &c;

cout<<"The Address of the Vairiable a is: "<<b<<endl;

cout<<"The Address of the Vairiable b is: "<<c<<endl;

cout<<"The Address of the Vairiable d is: "<<d<<endl;  
return 0;

}

**Output:**

The Address of the Vairiable a is: 0x7bfe14

The Address of the Vairiable b is: 0x7bfe08

The Address of the Vairiable d is: 0x7bfe00

# The Reference (Address Of) Operator (&)

As soon as we declare a variable, the amount of memory needed is assigned for it at a specific location in memory (its memory address). We generally do not actively decide the exact location of the variable within the panel of cells that we have imagined the memory to be - Fortunately, that is a task automatically performed by the operating system during runtime. However, in some cases we may be interested in knowing the address where our variable is being stored during runtime in order to operate with relative positions to it.

The address that locates a variable within memory is what we call a reference to that variable. This reference to a variable can be obtained by preceding the identifier of a variable with an ampersand sign (&), known as reference operator, and which can be literally translated as "address of". For example:

ted = &andy;

This would assign to ted the address of variable **andy**, since when preceding the name of the variable **andy** with the reference operator (&) we are no longer talking about the content of the variable itself, but about its reference (i.e., its address in memory).

From now on we are going to assume that andy is placed during runtime in the memory address 1776. This number (1776) is just an arbitrary assumption we are inventing right

now in order to help clarify some concepts in this tutorial, but in reality, we cannot know before runtime the real value the address of a variable will have in memory.

Consider the following code fragment:

andy = 25; fred = andy; ted = &andy;

The values contained in each variable after the execution of this, are shown in the following diagram:
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First, we have assigned the value 25 to andy (a variable whose address in memory we have assumed to be 1776). The second statement copied to fred the content of variable andy (which is 25). This is a standard assignment operation, as we have done so many times before.

Finally, the third statement copies to ted not the value contained in andy but a reference to it (i.e., its address, which we have assumed to be 1776). The reason is that in this third assignment operation we have preceded the identifier andy with the reference operator (&), so we were no longer referring to the value of andy but to its reference (its address in memory).

The variable that stores the reference to another variable (like ted in the previous example) is what we call a pointer. Pointers are a very powerful feature of the C++ language that has many uses in advanced programming. Farther ahead, we will see how this type of variable is used and declared.

# The Dereferencing Operator (\*)

We have just seen that a variable which stores a reference to another variable is called a pointer. Pointers are said to "point to" the variable whose reference they store.

Using a pointer, we can directly access the value stored in the variable which it points to. To do this, we simply have to precede the pointer's identifier with an asterisk (\*), which acts as dereference operator and that can be literally translated to "value pointed by".

Therefore, following with the values of the previous example, if we write:

beth = \*ted;

(that we could read as: "beth equal to value pointed by ted") beth would take the value 25, since ted is 1776, and the value pointed by 1776 is 25.

![](data:image/png;base64,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)

You must clearly differentiate that the expression ted refers to the value 1776, while \*ted (with an asterisk \* preceding the identifier) refers to the value stored at address 1776, which in this case is 25. Notice the difference of including or not including the dereference operator (I have included an explanatory commentary of how each of these two expressions could be read):

beth = ted; // beth equal to ted ( 1776 )

beth = \*ted; // beth equal to value pointed by ted ( 25 )

Notice the difference between the **reference** and **dereference** operators:

* & is the **reference operator** and can be read as "**address of**"
* \* is the **dereference operator** and can be read as "**value pointed by**"

Thus, they have complementary (or opposite) meanings. A variable referenced with & can be dereferenced with \*.

Earlier we performed the following two assignment operations:

andy = 25; ted = &andy;

Right after these two statements, all of the following expressions would give true as result:

andy == 25

&andy == 1776

ted == 1776

\*ted == 25

The first expression is quite clear considering that the assignment operation performed on andy was andy=25. The second one uses the reference operator (&), which returns the address of variable andy, which we assumed it to have a value of 1776. The third one is somewhat obvious since the second expression was true and the assignment operation performed on ted was ted=&andy. The fourth expression uses the dereference operator (\*) that, as we have just seen, can be read as "value pointed by", and the value pointed by ted is indeed 25.

So, after all that, you may also infer that for as long as the address pointed by ted remains unchanged the following expression will also be true:

\*ted == andy

# Pointers and Arrays

There is a close relationship between pointers and arrays. In Advanced programming, arrays are accessed using pointers.

Arrays consist of consecutive locations in the computer memory. To access an array, the memory location of the first element of the array is accessed using the pointer variable. The pointer is then incremented to access other elements of the array. The pointer is increased in the value according to the size of the elements of the array.

When an array is declared, the array name points to the starting address of the array. For example, consider the following example.

int x[5];

int \*p;

The array” **x**” is of type **int** and “**p**” is a pointer variable of type **int**.

To store the starting address of array “x” (or the address of first element), the following statement is used.

p = x;

The address operator (&) is not used when only the array name is used. If an element of the array is used, the & operator is used. For example, if memory address of first element of the array is to be assigned to a pointer, the statement is written as:

p = &x[0];

when integer value 1 is added to or subtracted from the pointer variable “**p**”, the content of pointer variable “p” is incremented or decremented by (1 x size of the object or element), it is incremented by 1 and multiplied with the size of the object or element to which the pointer refers.

For example, the memory size of various data types is shown below:

* The array of **int** type has its object or element size of **2 bytes**. It is **4 bytes** in Xenix System.
* The array of type **float** has its object or element size of **4 bytes**.
* The array of type **double** has its object or element size of **8 bytes**.
* The array of type **char** has its object or element size of **1 byte**.

Suppose the location of first element in memory is 200. i.e., the value of pointer variable “p” is 200, and it refers to an integer variable.

When the following statement is executed,

p=p+1;

the newly value of “**p**” will be 200+(1\*2)=202. All elements of an array can be accessed by using this technique.

The logical diagram of an integer type array “**x**” and pointer variable “**p**” is that refers to the elements of the array “x” is given below:

x

x[0]

x[1]

x[2]

x[3]

x[4]

- - - - - -

200

202

204

206

208

- - - - -

p

p+1

p+2

p+3

p+4

- - - - -

**Program**

Write a Program to input data into an array and then to print on the computer screen by using pointer notation.

#include <iostream>

using namespace std;

int main () {  
int arr[5], \*pp, i;

pp=arr;

cout<<"Enter Values into an array: "<<endl;  
for(int i=0 ; i<=4 ; i++)

{

    cin>>arr[i];

}  
cout<<"Values from array Using Pointer notation: "<<endl;  
for(int i=0 ; i<=4 ; i++)

{

    cout<<\*pp++<<"\t";

}  
   return 0;

}

**Output:**

Enter Values into an array:

4

5

3

55

88

Values from array Using Pointer notation:

4 5 3 55 88

# Passing Pointers as Arguments to Functions

The pointer variables can also be passed to functions as arguments. When pointer variable is passed to a function, the address of the variable is passed to the function. Thus, a variable is passed to a function not by its value but by its reference.

#include <iostream>

using namespace std;  
void temp(int \*, int \*);

int main () {  
int a, b;

a=10;

b=20;  
temp(&a, &b); // function calling  
cout<<"Value of a= "<<a<<endl;

cout<<"Value of b= "<<b<<endl;

cout<<"OK"<<endl;  
return 0;

}  
void temp(int \*x, int \*y)

{

    \*x = \*x+100;

    \*y = \*y+100;

}

**Output:** Value of a= 110

Value of b= 120

OK

**Program Explanation**

In the above program, the function “**temp**” has two parameters which are pointers and are of **int** type. When the function **“temp**” is called, the addresses of variables “**a**” and “**b**” are passed to the function.

In the function, a value 100 is added to both variables “**a”** and “**b**” through their pointers. That is, the previous values of variables “**a**” and “**b**” are increased by 100. When the control returns to the program, the values of variable **a** is 110 and that of variable **b** is 120.

# Passing Pointers to a Function

#include <string>

#include <iostream>

using namespace std;   
void abc(int \*a)

{

\*a=\*a \* \*a - \*a;

}  
int main()

{  
int x=5;

int \*p;

p=&x;  
abc(p); // calling function  
cout<<"Value of p is changed by the function passed as parameter.: "<<\*p<<endl;  
}

**Output:**

Value of p is changed by the function passed as parameter.: 20

**Program**

Write a program to swap two values by passing pointers as arguments to the function.

#include <iostream>

using namespace std;  
void swap(int\*, int\*); // Function prototype

int main () {  
int a, b;  
cout<<"Enter 1st Value for a ? ";

cin>>a;  
cout<<"Enter 2nd Value for b? ";

cin>>b;  
swap(&a, &b); // Function Calling  
cout<<"Values after exchange = "<<endl;

cout<<"Value of a= "<<a<<endl;

cout<<"Value of b= "<<b<<endl;  
return 0;

}  
void swap(int \*x, int \*y) // Function Definition

{

    int t;

    t = \*x;

    \*x = \*y;

    \*y = t;

}

**Output:**

Enter 1st Value for a? 3

Enter 2nd Value for b? 7

Values after exchange =

Value of a= 7

Value of b= 3

# Returning Pointers from Function

using namespace std;  
  
#include <string>

#include <iostream>

using namespace std;

int\* abc(int &a)

{

int \*p;

p=&a;

\*p = (\*p + \*p) \* \*p - \*p\*\*p;

return p;

}

int main()

{

int x=3;

int \*p;

p=abc(x);

cout<<"Value of p is changed by the function returned.: "<<\*p<<endl;

}

**Output:**

Value of p is changed by the function returned.: 9

# String in C++

String is a collection of characters. There are two types of strings commonly used in C++ programming language:

* Strings that are objects of string class (The Standard C++ Library string class).
* C-strings (C-style Strings).

## C-strings

In C programming, the collection of characters is stored in the form of arrays. This is also supported in C++ programming. Hence, it's called C-strings.

C-strings are arrays of type char terminated with null character, that is, \0 (ASCII value of null character is 0).

## How to define a C-string?

char str[ ] = "C++";

In the above code, str is a string and it holds 4 characters.

Although, "C++" has 3 character, the null character \0 is added to the end of the string automatically.

cout<<str; // will print C++

cout<<str[0]; // will print only “**C**”

**Alternative ways of defining a string**

char str[4] = "C++";

char str[] = {'C','+','+','\0'};

char str[4] = {'C','+','+','\0'};

Like arrays, it is not necessary to use all the space allocated for the string. For example:

char str[100] = "C++";

## Example 1: C++ String to read a word

**C++ program to display a string entered by user.**

#include <iostream>

using namespace std;

int main()

{

char str[100];

cout << "Enter a string: ";

cin >> str;

cout << "You entered: " << str << endl;

cout << "\nEnter another string: ";

cin >> str;

cout << "You entered: "<<str<<endl;

return 0;

}

**Output**

Enter a string: C++

You entered: C++

Enter another string: Programming is fun.

You entered: Programming

Notice that, in the second example only "Programming" is displayed instead of "Programming is fun".

This is because the extraction operator >> works as scanf() in C and considers a space " " has a **terminating character**.

## Example 2: C++ String to read a line of text

#include <iostream>

using namespace std;

int main()

{

char str[100];

cout << "Enter a string: ";

cin.get(str, 100);

cout << "You entered: " << str << endl;

return 0;

}

**Output**

Enter a string: Programming is fun.

You entered: Programming is fun.

To read the text containing blank space, cin.get function can be used. This function takes two arguments.

First argument is the name of the string (address of first element of string) and second argument is the maximum size of the array.

In the above program, str is the name of the string and 100 is the maximum size of the array.

## string Object

In C++, you can also create a string object for holding strings.

Unlike using char arrays, string objects has no fixed length, and can be extended as per your requirement.

## Example 3: C++ string using string data type

#include <iostream>

using namespace std;

int main()

{

// Declaring a string object

string str;

cout << "Enter a string: ";

getline(cin, str);

cout << "You entered: " << str << endl;

return 0;

}

**Output**

Enter a string: Programming is fun.

You entered: Programming is fun.

In this program, a string str is declared. Then the string is asked from the user.

Instead of using cin>> or cin.get() function, you can get the entered line of text using getline().

getline() function takes the input stream as the first parameter which is cin and str as the location of the line to be stored.

## Passing String to a Function

Strings are passed to a function in a similar way arrays are passed to a function.

#include <iostream>

using namespace std;

void display(char \*);

void display(string);

int main()

{

string str1;

char str[100];

cout << "Enter a string: ";

getline(cin, str1);

cout << "Enter another string: ";

cin.get(str, 100, '\n');

display(str1);

display(str);

return 0;

}

void display(char s[])

{

cout << "Entered char array is: " << s << endl;

}

void display(string s)  
{

cout << "Entered string is: " << s << endl;

}

**Output**

Enter a string: Programming is fun.

Enter another string: Really?

Entered string is: Programming is fun.

Entered char array is: Really?

In the above program, two strings are asked to enter. These are stored in str and str1 respectively, where str is a char array and str1 is a string object.

Then, we have two functions display() that outputs the string onto the string.

The only difference between the two functions is the parameter. The first display() function takes char array as a parameter, while the second takes string as a parameter. **This process is known as function overloading.**

# Pointers and Strings

A String is a sequence of characters. A string type variable is declared in the same manner as an array type variable is declared. This is because a string is an array of characters type variables.

Since a string is like an array, pointer variables can also be used to access it. For example:

char st1[] = “Pakistan”;

char \*st2 = “Pakistan”

In the above statements, two string variables “**st1**” and “**st2**” are declared. The variable “**st1**” is an array of character type. The variable **“st2**” is a pointer also of character type. These two variables are equivalent. The difference between string variables “**st1**” and “**st2**” is that:

* string variable “**st1**” represents a pointer constant. Since a string is an array of character type, the “**st1**” is the name of the array. Also, the name of the array represents its address its which is a constant. Therefore, **st1** represents a pointer constant.
* string variable “**st2**” represents a pointer variable.

In the following program example, a string is printed by printing its character on by one.

#include <iostream>

using namespace std;

void ppp(char \*);  // Function Prototype

int main () {

char st[] = "Pakistan";

ppp(st);   // calling function

cout<<"OK";

}  
// function definition

void ppp(char \*sss)

{

//loop iterating string using pointer

    while (\*sss != '\0')

    {

        cout<<\*sss<<endl;

        \*sss++;

    }

}

**Output:**

P

a

k

i

s

t

a

n

OK